# 复习

CSS预编译语言：编译之前，不是CSS。编译之后，才是CSS。

Less：CSS预编译语言之一。

编译方式：

前端编译：通过借助less.js文件，进行编译。编译过程发生在前端。会影响用户的看到页面样式的时间。

Node编译：通过借助less模块。安装到全局，使用lessc命令。

Webpack编译：通过借助style-loader、css-loader、less-loader、less模块。

语法：

嵌套式写法：子元素的选择器与样式列表可以被嵌套在父元素的样式列表中。

&：在样式列表中表示当前选择器

变量：@key: value;

混合：直接复用已有的选择器的样式。

方法：与混合类似，但是允许传递不同的属性值。

参数默认值：在方法的形参列表中通过：赋值符号进行默认值的设置。当传递了参数时，使用参数，忽略默认值。当没有传递参数时，使用默认值。

判定语句：

方法() when() {}

方法() when not() {}

方法() when () and () {}

插值语法：@{变量} 可以插入在任何地方 在属性值中要使用字符串

运算：

加减法计算：

如果只有一个运算数有单位，则使用该单位

如果有多个运算数有单位，则使用第一个单位，单位若不相同，则会转换为第一个单位

乘除法计算：

如果只有一个运算数有单位，则使用该单位

如果有多个运算数有单位，则使用第一个单位，忽略剩余单位

内置数学函数：

ceil 向上取整

floor 向下取整

round 四舍五入

percentage 转换为百分比

内置字符串函数：

e 原样输出

escape 转为URL转码之后的内容

replace 替换

内置色彩：

单词定义： red、orange、tan、gray等

rgb： rgb(红，绿，蓝);

rgba： rgba(红，绿，蓝，透明度);

十六进制： 四种定义方式：#aaa #aaaa #aaaaaa #aaaaaaaa

hsl： hsl(色阶, 饱和度, 亮度)

hsla: hsla(色阶，饱和度，亮度，透明度)

色彩通道函数：

red() 获取一个颜色的红色通道值

green() 获取一个颜色的绿色通道值

blue() 获取一个颜色的蓝色通道值

调整色彩函数：

saturate(颜色，百分比); 在原来的饱和度基础上，将颜色调高饱和度

desaturate(颜色，百分比); 在原来的饱和度基础上，将颜色降低饱和度

lighten(颜色，百分比); 在原来的亮度基础上，调高亮度

darken(颜色，百分比); 在原来的亮度基础上，降低亮度

fadeIn(颜色，百分比)；在原来的透明度基础上，将颜色变得更不透明

fadeOut(颜色，百分比)；在原来的透明度基础上，将颜色变得更透明

fade(颜色，百分比)；将颜色的透明度设置为百分比

引入文件：

@import 文件路径

@import url(文件路径)

Sass：也是CSS预编译语言之一。

需要安装ruby应用程序。

需要安装sass模块：gem install sass

编译方式：

ruby编译：安装完毕sass之后提供的全局命令 sass scss

sass scss文件 css文件

node编译：使用的模块是node-sass

webpack编译：使用的模块 style-loader、css-loader、sass-loader、node-sass

语法：

嵌套式写法：同less

&：同less

变量：$key: value

混合：

定义：@mixin 混合名 {}

调用：@include 混合名;

继承：

@extend 其它选择器的名称;

方法：

定义： @mixin 方法() {}

调用： @include 方法();

方法的参数默认值：

在定义方法的时候，通过：赋值符号给形参一个默认的值。

如果调用的时候，没有传递，则会使用该值。

插值语法：#{变量}

判定语句：

@if expression {

} @else if expression {

} @else {

}

for循环：

第一种： @for $i from start to end {} 不会执行到end

第二种： @for $i from start through end {} 会执行到end

while循环：

@while expression {

记得在这里面改变expression中的变量的值，否则死循环。

}

each循环：

@each $i in enum {}

三元语法：

if (expression, true, false);

当expression为真时，使用true值。否则使用false值。

引入文件：

@import 文件路径

ES6：ECMAScript2015

对象的定义改变：

1 当定义变量时，可以在属性名部分通过[]使用变量、表达式、运算等

2 当属性名和属性值一致时，可以省略为一个

3 当定义方法时，可以省略: function

# 一、let

ES6中，新增了let关键字。用于定义变量。

var依旧可用

var定义的变量依旧遵循以前的ES5规则。

let定义的变量遵循ES6规则。

## 1.1 块级作用域

|  |
| --- |
| // 使用if语句开辟一个{}  if (true) {  var a = 10;  let b = 11;  }  // 在{}之后，访问a和b  console.log(a);  console.log(b); |

报错：

![](data:image/png;base64,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)

原因：if大括号开辟了一个块级作用域。将变量b封死在该作用域内。

## 1.2 没有变量声明的提升

let定义的变量，是没有声明提升的。

|  |
| --- |
| // 尝试在定义之前，访问  console.log(a); // undefined  console.log(b); // 报错  // 定义变量a和b  var a = 10;  let b = 11; |

报错：

|  |
| --- |
|  |

## 1.3 不可以重复定义

let定义的变量，不允许重复。var过的变量也不可以let。

|  |
| --- |
| var a = 10;  var a = 11;  // 连续通过var定义多个同名变量，是被允许的。  let a = 11; |

报错：

|  |
| --- |
|  |

## 1.4 不会挂载到window

var的全局变量是会被挂载到window身上作为属性存在的。

let的变量，就算是全局也不会挂载到window。

demo:

|  |
| --- |
| var a = 10;  let b = 11;  console.log(window.a); // 10  console.log(window.b); // undefined |

输出：

|  |
| --- |
|  |

## 1.5 for循环中

let定义的循环变量，在for循环中，循环时是多少，就是多少。

|  |
| --- |
| // 定义一个数组  var arr = [];  // 通过let定义  for (let i = 0; i < 10; i++) {  arr.push(function() {  console.log(i);  });  }  // 让不同的数组成员执行 结果是输出？  arr[0](); // 0  arr[1](); // 1  arr[2](); // 2  arr[3](); // 3  arr[7](); // 7 |

# const

const是ES6中新增的关键字。用于定义“常量”。常量指的是一直不变的量。

## 2.1 不可被=修改

常量一旦定义，将不可修改。

demo:

|  |
| --- |
| 1. const a = 10; 2. a = 11; // 尝试修改a常量 |

报错：

|  |
| --- |
|  |

demo1: 常量保存对象

|  |
| --- |
| // 使用常量保存应用类型的数据  const obj = {};  obj.a = 10;  console.log(obj); |

不会报错：

|  |
| --- |
|  |

结论：const只关心变量是否被=修改。至于变量保存的内容是否变化，const不关心。

## 2.2 其它特点

const与let一块出来的。所以也遵循let的其它特点： 没有变量声明的提升、不会挂载到window、不可以重复定义。

注：千万不要将循环变量用const来定义。

# 字符串

## 3.1 多行字符串

在ES6之前，我们想要在JS中定义一段HTML代码。需要：要么使用数组、要么换行（需要连字符特别难看）、要么定义在不可执行的script标签中。

在ES6中，新增了多行字符串的定义方式：``

demo:

|  |
| --- |
| // 现在  let str2 = `<div>大家好，我是一个多行字符串</div>  <ul>  <li>1</li>  <li>1</li>  <li>1</li>  <li>1</li>  <li>1</li>  <li>1</li>  <li>1</li>  <li>1</li>  </ul>  `; |

输出：

|  |
| --- |
|  |

## 3.2 插值语法

ES6中，在多行字符串中，提供了插值语法： ${}

开辟了一个JS执行环境

内部可以调用任何的JS语法

demo:

|  |
| --- |
| // 通过ajax请求一个对象回来  let obj = {  username: "王老五",  bank: {  title: "招商银行",  content: "只生一个好"  }  }  // 现在  let str2 = `<div>个人简介</div>  <div><span>${obj.username}</span></div>  <div><span>${obj.bank.title}</span></div>  <div><span>${obj.bank.content}</span></div>  `;  console.log(str2); |

输出:

|  |
| --- |
|  |

## 3.3 startsWith

str.startsWith(str1, pos); 该方法用于判定一个字符串是否以另外一个字符串开头（或者从指定位置开头）

str1: 开头字符串

pos: 指定的位置 下标slice的第一个参数的值

结果：布尔值 如果str的pos下标位置是str1.则返回真。否则返回假。

demo:

|  |
| --- |
| // 定义一个字符串  let str = "今天天气不错";  // 定义另外一个字符串  let str1 = "今天";  // 判定str1是不是str的开头字符串  let result = str.startsWith(str1);  console.log(result); |

结果：

|  |
| --- |
|  |

## 3.4 endsWith

str.endsWith(str1, pos); 该方法用于判定一个字符串是否以另外一个字符串结尾（或者从指定位置结尾）

str1: 结尾字符串

pos: 指定的位置 slice方法的第二个参数

结果：布尔值 如果str的pos下标位置是str1.则返回真。否则返回假。

demo

|  |
| --- |
| // 定义一个字符串  let str = "今天天气不错";  // 定义另外一个字符串  let str1 = "天气";  // 判定 str 是否是以 str1 作为结尾  let result = str.endsWith(str1, 4);   1. console.log(result); |

输出

|  |
| --- |
|  |

## 3.5 includes

str.includes(str1, pos); 该方法用于判定一个字符串是否包含另外一个字符串（或者从指定位置之后是否包含）

str1: 被包含的字符串

pos: 截取位置 从该位置开始往后截取

return: 布尔值 如果从该位置开始往后截取的字符串中包含str1字符串，则为真，否则为假。

demo:

|  |
| --- |
| // 定义一个字符串  let str = "今天天气不错";  // 定义另外一个字符串  let str1 = "天气";  // 判定 str1 是否在str中  let result = str.includes(str1, 2);  console.log(result); |

输出：

|  |
| --- |
|  |

## 3.6 repeat

str.repeat(num); 该方法用于将str复制num次。

num：被复制的次数

最终的长度：str.length \* num;

返回值：被复制之后的新字符串

demo:

|  |
| --- |
| 1. // 定义一个字符串 2. let str = "你好"; 3. let str1 = str.repeat(100); 4. console.log(str1, str1.length); |

# 对象的新增方法

## 4.1 Object.is

该方法用于判定两者是否全等。

demo1:

|  |
| --- |
| 0 === -0 // true  Object.is(0, -0); // false |

demo2:

|  |
| --- |
| 1. NaN === NaN // false 2. Object.is(NaN, NaN); // true |

输出:

|  |
| --- |
|  |

## 4.2 Object.assign

Object.assign(target); 该方法用于给某一个对象增加其它对象的属性和方法。

该方法接收任意个参数，第一个是被赋予者。剩余的都是赋予者。

target: 被增加属性和方法的对象

剩余的所有参数都是提供属性和方法的对象。

注：这是浅复制、浅拷贝。

demo:

|  |
| --- |
| // 定义一个对象  let obj = {  };  // 定义一些其它对象  let obj1 = {  color: "red",  sayHello() {  console.log(123);  }  }  // 定义其它对象  let obj2 = {  name: "张三",  dog: {  name: "旺财"  }  }  // 将obj1和obj2所具备的属性和方法交给obj对象  Object.assign(obj, obj1, obj2);  // 输出obj  console.log(obj); |

输出：

|  |
| --- |
|  |

# 数组的方法

## 5.1 Array.of

该方法用于定义一个新的数组。

Array.of接收任意个参数，每一个参数都被当做数组的成员去处理。

demo:

|  |
| --- |
| 1. let arr3 = Array.of(1); // [1] 2. let arr4 = Array.of(1, 2); // [1, 2] |

## 5.2 Array.from

该方法用于将一个类数组对象，转化为数组。

类数组对象：数字下标、length属性

demo:

|  |
| --- |
| 1. // 定义一个类数组对象 2. let likeArr = { 3. 0: "a", 4. 1: "b", 5. 2: "c", 6. 3: "d", 7. length: 4 8. } 9. let arr = Array.from(likeArr); 10. console.log(arr); |

结果：

|  |
| --- |
|  |

## 5.3 find

arr.find(handler) 该方法用于模糊查询数组中的成员

handler: 函数 该函数必须返回一个布尔值

该函数中有3个参数：value、index、arr

返回值：返回的是符合handler布尔值表达式的成员

demo:

|  |
| --- |
| // 定义数组  let arr = ["东邪", "西毒", "南帝", "北丐", "中神通"];  // 查询数组中 带有“北”这个字的成员  let result = arr.find(function(value) {  return value.includes("北");  });  console.log(result); |

输出：

|  |
| --- |
|  |

还原：

|  |
| --- |
| // 还原  Array.prototype.find = function(handler) {  for (var i = 0; i < this.length; i++) {  if (handler(this[i], i, this)) {  return this[i];  }  }  } |

# 下午复习

let：ES6中新增的关键字。

作用：定义变量

效果：定义的变量遵循ES6的新规范。

新规范：

块级作用域：if、while、for循环的{}都可以开辟一个JS作用域，这个作用域叫做块级作用域。

注：作用域，在书写完代码之后，就已经确定了。

没有变量声明的提升

不可以重复定义

定义在全局作用域中，也不会挂载到window对象身上

for循环中，可以记住当时的值

const：ES6中新增的关键字。

作用：定义常量

效果：定义的常量遵循ES6的新规范

新规范：同上（除了最后一条，因为常量不能当变量用）

注：定义的常量保存的值如果是值类型，则无论如何无法修改。如果是引用类型，可以通过点语法或者方括号语法，或者delete关键字进行属性的增加、修改、移除

字符串：

多行字符串： 使用飘键定义 ``

插值语法： ${} 括号内是一个JS执行环境，可以书写任何的JS代码

startsWith：判定一个字符串是否从指定位置开始是另外一个字符串

endsWith: 判定一个字符串是否从指定位置结束是另外一个字符串

includes: 判定一个字符串是否从指定位置开始往后包含另外一个字符串

repeat: 将一个字符串重复多少次并返回新字符串

对象的新增方法：

Object.is: 用于判定两者是否全等 与 === 重合性很高

Object.is(0, -0); 作为有符号整数和无符号整数进行判定的

Object.is(NaN, NaN); 作为是否是“不是一个数”性质进行判定的

Object.assign: 用于将从第二个参数开始的所有对象的属性和方法浅复制给第一个参数。

数组的新方法：

Array.of: 用于定义数组 参数不论是什么类型，都是作为数组成员存在。

Array.from: 用于将一个类数组对象转化为数组。

类数组对象：必须有连续的数字属性名，还要有length属性

find：用于模糊查询数组中的某一个成员 找到以后就立即停止

## 5.4 findIndex

arr.findIndex(handler) 该方法用于模糊查询数组中的成员的索引

handler: 函数 该函数必须返回一个布尔值

该函数中有3个参数：value、index、arr

返回值：返回的是符合handler布尔值表达式的成员的索引 如果没有找到，则返回 -1

demo:

|  |
| --- |
| 1. // 定义数组 2. let arr = ["东邪", "西毒", "南帝", "北丐", "中神通", "北乔峰"]; 3. // 查询数组中 带有“北”这个字的成员的索引 4. let result = arr.findIndex(function(value) { 5. return value.includes("慕容"); 6. }); 7. console.log(result); |

输出：

|  |
| --- |
|  |

## 5.5 数组的内部复制

arr.copyWithin(pos, start, end); 该方法用于数组的内部复制 将数组内的start开始（包含）到end结束（不包含）复制，从pos位置开始粘贴（替换）。

pos: 粘贴（替换）的起始位置

start: 复制的开始位置（包含）

end: 复制的结束位置（不包含）

demo:

|  |
| --- |
| // 定义数组  let arr = ["东邪", "西毒", "南帝", "北丐", "中神通", "北乔峰"];  // 调用copyWithin方法  arr.copyWithin(1, 4, 6);  // 输出arr  console.log(arr); |

输出：

|  |
| --- |
|  |

还原1：

|  |
| --- |
| Array.prototype.copyWithin = function(pos, start, end) {  // 截取从开始到结束的位置  let newArr = this.slice(start, end);  // 保存原数组的长度  let length = this.length;  // 从pos位置开始粘贴（替换）  for (let i = 0; i < newArr.length; i++) {  // 将原数组的从pos位置开始替换  this[i + pos] = newArr[i];  }  // 重新设置数组的长度  this.length = length;  // 返回this  return this;  } |

还原2:

|  |
| --- |
| 1. Array.prototype.copyWithin = function(pos, start, end) { 2. // 截取从开始到结束的位置 3. let newArr = this.slice(start, end); 4. // 保存原数组的长度 5. let length = this.length; 6. // [pos, newArr.length].concat(newArr) => [pos, newArr.length, newArr[1], newArr[2], ……] 7. this.splice.apply(this, [pos, newArr.length].concat(newArr)); 8. // this.splice(pos, newArr.length, newArr[1], newArr[2], ……) 9. this.length = length; 10. return this; 11. } |

# Symbol

ES6之前，一共有6种数据类型：string、number、boolean、undefined、null、object

ES6中，新增了一种symbol类型。它表示一种“独一无二的符号”类型。属于值类型。

## 6.1 定义symbol

Symbol函数每执行一次，定义一个symbol数据值。

参数只有说明的作用，没有任何其它作用。

Symbol函数不是一个构造函数，不要使用new、不要使用new、不要使用new。

![](data:image/png;base64,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)

demo:

|  |
| --- |
| let s = Symbol("你好");  let s1 = Symbol("你好"); console.log(s);  console.log(s1);  console.log(s === s1); |

输出:

|  |
| --- |
|  |

## 6.2 作用

通常是用来解决对象的属性名无法重复的问题。

demo:

|  |
| --- |
| // 定义对象  let obj = {  [s]: "你好",  [s1]: "你好1"  }  console.log(obj); |

输出:

|  |
| --- |
|  |

# 代理对象

ES6中，新增了一个构造函数，用于生成代理对象。

代理：访问的是对象A，其实访问的是另外一个对象B。

A是B的代理对象。

demo:

|  |
| --- |
| let proxy = (function() {  // 源对象  let star = {  name: "胡歌",  age: 38,  sex: "男",  hobby: ["读书", "跑步", "摄影", "旅游"]  };  // 代理对象  return new Proxy(star, {  // get方法在通过proxy对象进行属性的读取或者访问时，会执行  get: function(star, prop, proxy) {  console.log("想要读取属性", arguments);  if (prop === "age") {  return star[prop] - 10;  }  return star[prop];  },  // set方法在通过proxy对象进行属性的设置时，会执行  set: function() {  console.log("想要设置属性", arguments);  }  });  })(); |

# Number的新增方法

## 8.1 isNaN

在ES6之前，window身上有一个isNaN方法。 判定一个值是否是NaN

在ES6中，Number身上也增加了一个isNaN方法 判定一个数字是否是NaN

demo:

|  |
| --- |
| 1. // 定义一些值 2. let num = 1/0; 3. let num1 = 0/0; 4. let num2 = "0"; 5. let num3 = NaN; 6. let num4 = "1asdfdsaf23"; 7. // window.isNaN 8. console.log(window.isNaN(num)); // false 9. console.log(window.isNaN(num1)); // true 10. console.log(window.isNaN(num2)); // false 11. console.log(window.isNaN(num3)); // true 12. console.log(window.isNaN(num4)); // true 13. // Number.isNaN 14. console.log(Number.isNaN(num)); // false 15. console.log(Number.isNaN(num1)); // true 16. console.log(Number.isNaN(num2)); // false 17. console.log(Number.isNaN(num3)); // true 18. console.log(Number.isNaN(num4)); // false |

## 8.2 isFinite

window.isFinite 用于判定一个值是否是有限的

Number.isFinite 用于判定一个数字是否是有限的 如果参数不是数字 直接false

demo:

|  |
| --- |
| 1. // 定义一些值 2. let num = 1/0; 3. let num1 = 0/0; 4. let num2 = "0"; 5. let num3 = NaN; 6. let num4 = "1asdfdsaf23"; 7. // window.isFinite 8. console.log(window.isFinite(num)); // false 9. console.log(window.isFinite(num1)); // false 10. console.log(window.isFinite(num2)); // true 11. console.log(window.isFinite(num3)); // false 12. console.log(window.isFinite(num4)); // false 13. // Number.isFinite 14. console.log(Number.isFinite(num)); // false 15. console.log(Number.isFinite(num1)); // false 16. console.log(Number.isFinite(num2)); // false 17. console.log(Number.isFinite(num3)); // false 18. console.log(Number.isFinite(num4)); // false |

## 8.3 isInteger

Number.isInteger 该方法用于判定一个数字是否是整数

demo

|  |
| --- |
| 1. // 定义一些值 2. let num = 1/0; 3. let num1 = 0.0; 4. let num2 = "0"; 5. let num3 = NaN; 6. // Number.isInteger 7. console.log(Number.isInteger(num)); // false 8. console.log(Number.isInteger(num1)); // true 9. console.log(Number.isInteger(num2)); // false 10. console.log(Number.isInteger(num3)); // false |

# 解构

解构：解除构造、解除结构。反义词：封装。

解构有两种：解构对象、解构数组。

## 9.1 解构对象

解构语法： let {key, key1, key2……} = obj;

封装对象：

|  |
| --- |
| // 如下是一个工厂函数，它将创建对象的代码 封装在函数内部  function createObjectFactory(username, age, sex) {  var obj = {  username: username,  age: age,  sex: sex  }  return obj;  }  // 其实是将name、age、sex三个形参封装起来。  let obj = createObjectFactory("小白", 13, "女"); |

解构：

|  |
| --- |
| // 以前的解构代码  var username = obj.username;  var age = obj.age;  var sex = obj.sex;  console.log(username, age, sex);  // ES6中 针对不同的数据结构，提供了不同的解构方式  var {username, age, sex} = obj;  console.log(username, age, sex); |

输出：

|  |
| --- |
|  |

## 9.2 解构数组

解构语法： let [a, b, c,……] = arr;

|  |
| --- |
| // 封装数组  let arr = [1, 2, 3];  // 解构数组  let [a, b, c] = arr;  // 等价于  // let a = arr[0];  // let b = arr[1];  // let c = arr[2]; |

# ...语法（拓展语法）

ES6中，因为新增了箭头函数，而箭头函数有一个特点就是不可以再使用arguments。所以，想要获取所有的参数，就需要别的方式。...语法就是补充。

## 10.1 第一种 函数中使用

|  |
| --- |
| // 定义函数  function fun(a, b, c, ...arg) { // 通过...语法获取剩余参数 该语法只能够写在最后面  console.log(arg);  }  // 调用函数  fun(1, 2, 3);  fun(1, 2, 3, 4, 5);  fun(1, 2, 3, 4, 5, 6, 7); |

## 10.2 第二种 解构时使用

|  |
| --- |
| 1. // 定义数组 2. let arr = [1, 2, 3, 4, 5, 6, 7]; 3. // 解构 只要前3项，剩余的要放入另外一个数组 4. let [a, b, c, ...d] = arr; 5. console.log(a, b, c, d); |

## 10.3 第三种 传递参数时使用

|  |
| --- |
| // 定义数组  let arr = [1, 2, 3, 4];  // 输出数组  console.log(arr);  console.log(1, 2, 3, 4);  console.log(...arr); |

# 箭头函数

## 11.1 定义

ES6中新增了一种函数，叫做箭头函数。

定义语法： var fun = () => {}

demo:

|  |
| --- |
| 1. // 定义箭头函数 2. var fun = () => { 3. console.log("你好，我是一个箭头函数"); 4. } 5. // 执行 6. fun(); |

输出：

|  |
| --- |
|  |

## 11.2 箭头函数中的this

箭头函数中的this，在定义的时候，就会确定下来。（不是写完代码就能确定的）

|  |
| --- |
| 1. // 定义箭头函数 2. var fun = () => { 3. console.log(this); 4. } 5. fun(); // window 6. fun.call(document.body); // window 7. document.onclick = fun; // widnow |

如果想要改变箭头函数中的this的指向，就将箭头函数的定义代码放在一个普通函数内。在调用普通函数的时候，改变该函数的this。也就改变了箭头函数的this.

demo:

|  |
| --- |
| 1. // 尝试修改箭头函数中的this 2. function createArrowFun() { 3. // 返回一个箭头函数 4. return () => { 5. console.log(this); 6. } 7. } 8. var arrowFun1 = createArrowFun(); 9. arrowFun1(); // window 10. var arrowFun2 = createArrowFun.call(document.body); 11. arrowFun2(); // document.body |

## 11.3 参数默认值

ES6中，给所有的函数，添加了参数默认值功能。

语法： function fun(a = x, b = x, c = x) {}

demo:

|  |
| --- |
| // 参数默认值 不仅仅箭头函数拥有 普通函数也拥有  function fun(a = 1, b = 2) {  return a + b;  }  console.log(fun()); // 3 |
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